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ABSTRACT

With the advent of blockchain, smart contracts have become one of the most sought-after technologies because of the high customisability they add to transactions. This has given rise to many smart contract applications in areas ranging from financial services, life sciences and healthcare to energy resources and voting. However, due to their infancy, smart contracts still pose many challenges that encumber the stakeholders who interact with them: users, developers and the organisations that are built on top of smart contracts. This study aims to contribute to the body of knowledge of smart contracts within blockchain technology. Based on a systematic mapping study, we offer a broad perspective on their problems and corresponding solutions, present the research trends within the area and compile the 64 papers identified, grouped by top publication sources, channels, methods and approaches. We conclude that, since 2016, there has been an increasing trend towards the publication of blockchain-based smart contract articles at conferences and journals, mainly reflecting experiments and presenting methods, tools and models. According to the results, the most commonly discussed problems and solutions in the literature are related to the security, privacy and scalability of blockchain and the programmability of smart contracts.

1. Introduction

Traditionally, within our society, we have created trust through intermediaries. We use these third party entities because we trust that they will store and protect our goods and send the right amount when we request it, and to the right person. Blockchain replaces the need for intermediaries by redirecting the trust to decentralised systems. Central banks or lawyers are good examples of such entities that are primarily affected by blockchain technology since it changes their business model from being a charge per hour to a charge per item. The enforced change of being charged per item instead of per hour comes as a consequence of how blockchain itself works. People are charged per transaction in blockchain since the transactions are taking place almost instantly. However, traditional transactions need more time, are costly and can result in security problems since they are a single point of failure. A promising use case with many implications that constantly evolves the blockchain technology is the concept of smart contracts.

Smart contracts are a value flow based on certain terms and conditions. They are just like contracts in the real world. The only difference is that they are completely digital, which means a small programming code that is stored inside of a blockchain. There are different blockchain platforms that can be utilised to develop smart contracts, with Ethereum being the most common (Alharby and van Moorsel 2017).

The objective of this research is to carry out a systematic review of current research in the area of smart contracts within
blockchain technology. We aim to study problems related to blockchain-based smart contracts and additionally provide an array of up-to-date solutions in order to mitigate those problems. The problems are bound to the blockchain technology, platforms, and their programming languages. As a result, it can provide informational support to all kinds of stakeholders interested in the research topic. To address this, a systematic mapping approach has been chosen as the methodology. The mapping study enables us to discover the problems associated with blockchain-based smart contracts and identify possible solutions to address the identified problems.

The structure of this paper is as follows: Section 2 offers an overview of blockchain technology, smart contract technologies and discusses several platforms where smart contracts can be used. Section 3 provides the selected research methodology, defines the research questions, presents the workflow of the conducted search, reveals the screening technique, analyses/classifies the selected papers, and displays the mapping process. Section 4 presents the results in terms of tables, graphs and descriptive statistics and answers to the research questions. Section 5 discusses the results of the study, and presents the threats to the validity of the research. Section 6 concludes the paper.

2. Background

2.1. Blockchain technology

In the past decade, the advances in distributed computing and cryptography have given birth to a new information technology called blockchain. Nakamoto (2008) introduced the model comprising a network of nodes that collaborate with the aim of maintaining a distributed and secure database. The novelty of his approach was the skilfully crafted combination of the abovementioned technologies to create what is today known as the blockchain.

The blockchain technology is defined as the technology underlying Bitcoin and other cryptocurrencies – a shared digital ledger, or a continually updated list of all transactions (Morisse, 2015). Blockchain can be seen as both a technical innovation and an economic innovation (Liebenau and Elaluf-Calderwood, 2016). It offers a solution to any problem where there is a need for a reliable ledger in a decentralised environment where not all parties, whether human or machine, can be fully trusted.

The blockchain constitutes a set of protocols and cryptographic methods applied to a network of nodes that collaborate in order to achieve the secure recording of data within a distributed database that comprises encrypted blocks that encapsulate the data. A key element of the blockchain technology is the trust factor (Moinet et al., 2017). In blockchain, the trust is monitored by the open-source code backed by cryptography. Using encryption, every block of data is securely wrapped in a protective layer and its contents are delegated to the miners, who validate them by solving mathematical puzzles and reaching consensus. The three key concepts that guarantee the functioning of the system are: 1) blocks and hashing, 2) mining and proof of work, and 3) consensus (Crosby, Pattanayak, Verma, and Kalyanaraman, 2016).

2.2. Smart contracts

Smart contracts are essentially containers of code that encode and mirror the real-world contractual agreements in the cyber realm. A key premise for contracts is that they represent a binding agreement between two or more parties, where every entity must fulfil their obligations according to the agreement. Another important element is that the agreement is enforceable by law, usually through a legal centralised entity (organisation). However, smart contracts replace the trusted third parties; that is, the intermediaries between contract members. They leverage this with the help of automatic code execution that is distributed and verified by the network nodes in a decentralised blockchain network. They also enable transactions between untrusted parties without any intermediary commission fees, (ii) the third-party dependence, and (iii) the need of mutual interaction directly of the counter-parties (Swan, 2015).

The platforms for smart contracts are as follows:

- Ethereum is the largest and most popular platform for building distributed applications, ranging from social networks and identity systems, to prediction markets and many types of financial applications (Colchester, 2018).
- Bitcoin is both a system and a cryptocurrency that was first introduced by Nakamoto (2008). Bitcoin offered a new, enhanced way of capital circulation, new markets and new decentralised autonomous organisations (Hsieh and Vergne, 2017). Although the main goal of Bitcoin is to transfer currency, the immutability and openness of its blockchain have inspired the development of protocols that implement (limited forms of) smart contracts (Bartoletti and Pompianu, 2017b). Many smart contracts save their metadata on the blockchain through the OP_RETURN instruction of the Bitcoin scripting language (Bartoletti and Pompianu, 2017a).
- Other than Bitcoin and Ethereum, there are constantly emerging numbers of new platforms that either stem from the Bitcoin original blockchain or are independent and offer improvements and novel approaches for various impediments found in the former. For instance, Xu et al. (2016) provide a set of examples conveying the major blockchain platforms and structure them into three categories: cryptocurrency, smart contract and ledger platforms.

3. Research methodology

The systematic mapping method was applied in order to explore studies related to smart contracts within blockchain technology. The outcome of applying the systematic mapping method enabled us to pinpoint and map the necessary papers and articles that
would help us further answer the research questions.

The objective of a systematic mapping study is to describe the state of knowledge for questions or topic. The systematic mapping collates, describes and catalogues available evidence relating to a topic of interest, which in our case is Smart Contracts (Clapton et al. (2009)). The systematic mapping is a novel evidence collation method in environmental sciences. It is becoming a common method in evidence synthesis as a result of its broad relevance and usability (James et al., 2016).

Fig. 1 illustrates the mapping process workflow and all the phases that we have gone through during this research. The method includes five steps, each with a corresponding outcome.

3.1. Definition of research questions

The overall objective of our study is to gain an insight into the problems that relate to the application of smart contracts and their corresponding solutions. In order to obtain a detailed overview on this subject area, we address seven research questions (RQs). Table 1 presents our seven RQs along with their associated motivations.

3.2. Conducting the search

The search was conducted between April 2018 and May 2018. For searching the articles we used three main search engines/databases: Google Scholar, Scopus, and Web of Science. We used a variety of keywords (e.g., smart contracts, blockchains, problems, solutions) that are relevant to our research topic and performed different combinations among them on the previously mentioned search engines. Furthermore, we also performed a manual search in order to retrieve more relevant papers and to search for grey literature (unpublished papers, white reports, Master’s theses, company documents that are not published as a scientific work, etc.). Garousi et al. (2016) underlined the importance of such literature in their work. In the end of this step, we identified five extra relevant papers. The result of this step was a set of 237 articles.

3.3. Screening for relevant papers

After performing the queries, we screened the papers to find the relevant ones by analysing the title, abstract, results, conclusions, number of citations and year of publication. Table 2 shows inclusion and exclusion criteria that were used to eliminate papers that did not meet the inclusion criteria.

Table 1

<table>
<thead>
<tr>
<th>Number</th>
<th>Research Question</th>
<th>Main Motivation</th>
</tr>
</thead>
<tbody>
<tr>
<td>RQ1</td>
<td>Which publication channels are the main targets for research within the field of blockchain-based smart contracts?</td>
<td>To identify where blockchain-based smart contract research can primarily be found as well as good targets for the publication of future studies</td>
</tr>
<tr>
<td>RQ2</td>
<td>How has the frequency of identified publication channels related to the field of blockchain-based smart contracts changed over time?</td>
<td>To identify the publication trends of various channels on blockchain-based smart contract research over time.</td>
</tr>
<tr>
<td>RQ3</td>
<td>What are the research types found in the identified papers related to the field of blockchain-based smart contracts?</td>
<td>To explore the different types of research reported in the literature concerning blockchain-based smart contracts.</td>
</tr>
<tr>
<td>RQ4</td>
<td>Are the identified papers empirically validated?</td>
<td>To discover whether the identified research papers on blockchain-based smart contracts have been validated through empirical studies.</td>
</tr>
<tr>
<td>RQ5</td>
<td>What are the reported approaches in blockchain-based smart contract research that address the problems identified in RQ6?</td>
<td>To identify the specific problems that occur during the entire lifecycle of blockchain-based smart contracts in Ethereum and Bitcoin blockchain platforms and to offer a categorisation of these problems.</td>
</tr>
<tr>
<td>RQ6</td>
<td>What are the problems that relate to the applications of smart contracts within the blockchain-based platforms?</td>
<td>To outline the current state of the existing solutions to all the identified problems and to provide a one-to-many mapping for each problem-solution pair.</td>
</tr>
<tr>
<td>RQ7</td>
<td>What are the corresponding solutions to the identified problems in RQ6?</td>
<td></td>
</tr>
</tbody>
</table>
The following two filters were applied for yielding the aiding papers to answer the research questions:

• Filter 1: The returned papers were scanned by reading the title, keywords, abstract, results, conclusion, number of citations, and year of publication and by applying inclusion/exclusion criteria from Table 2.
• Filter 2: The papers that passed the Filter 1 were read in their entirety.

Table 3 shows the number of selected studies per phase from each search engine. The result of this step was a set of 64 articles.

3.4. Analysis and classification

The data extraction strategy was providing and sorting the necessary sets of data for answering each RQ. Since our RQs have different datasets, we aimed to provide a holistic answer to each of them as follows:

RQ1. To answer this question, publication sources and channels for each selected paper should be identified.
RQ2. To understand the publication trend, papers should be classified per year of publication and publication channel.
RQ3. For identifying the research types, we should define them. The existing classification of research types is presented below (Wieringa et al., 2006):

• Solution Proposal: A problem solution is proposed. It is a significant extension of an existing technique. Its applicability is shown by example/argumentation (Petersen et al., 2008)
• Experience paper: Expression of author’s personal experience and what has been done and how it was realised in practice (Ouhbi et al., 2015)
• Evaluation Research: Practical implementation and evaluation of techniques, together with their benefits and drawbacks. This also includes the identification of industry problems (Petersen et al., 2008)
• Other (e.g., reviews, theoretical papers, none)

RQ4. Before discovering the empirical research type, we defined them as follows (Ouhbi et al., 2015)

• Case study: An empirical analysis that explores a situation in a real-life context.
• Survey: A method for collecting quantitative information.
• Experiment: An empirical method undertaken to make a discovery, test a hypothesis, or prove a fact.
• None: No empirical research type was performed.

RQ5. In order to answer to this RQ we defined the research approaches as follows (Ouhbi et al., 2015):

• Framework: A basic structure underlying a research system/structure. It serves as a support or guide for building the research.
• Method: A procedure that consists of steps that must be taken for acquiring the research scope.
• Tool: Anything used as means to accomplish a task or purpose.
• Guideline: An indication of policy by which a course of action can be determined.
• Model: A representation of a system that allows for the investigation of specific properties.
• State of Knowledge: Summary of the existing body-of-knowledge of the domain.

<table>
<thead>
<tr>
<th>Table 2</th>
</tr>
</thead>
<tbody>
<tr>
<td>Inclusion and exclusion criteria.</td>
</tr>
<tr>
<td>Inclusion Criteria</td>
</tr>
<tr>
<td>The paper is in the area of software engineering, its research scope being the blockchain technology and subscope of smart contracts.</td>
</tr>
<tr>
<td>The full text of the paper is available</td>
</tr>
<tr>
<td>The paper presents Smart Contract problems and challenges.</td>
</tr>
<tr>
<td>The paper presents Smart Contract solutions and opportunities.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Table 3</th>
</tr>
</thead>
<tbody>
<tr>
<td>Number of selected studies per phase.</td>
</tr>
<tr>
<td>Source</td>
</tr>
<tr>
<td>Google Scholar</td>
</tr>
<tr>
<td>Scopus</td>
</tr>
<tr>
<td>Web of Science</td>
</tr>
<tr>
<td>Manual search</td>
</tr>
<tr>
<td>Total</td>
</tr>
</tbody>
</table>
For RQ6 and RQ7 we should identify the problems associated with Smart Contracts, categorise them and find their corresponding solutions.

3.5. Data extraction and mapping process

Here we gathered all the required information to address the research questions. After gathering and presenting data in tables, we also plotted graphs that would aid us in formulating the conclusion. These data items embody the main aims and contributions of the selected papers.

4. Results

This section describes the results to the research questions presented in Table 1.

4.1. Selection results

From 237 articles investigated, 173 were discarded while applying the filters from Section 3.3. The remaining 64 papers were deeply investigated and analysed in order to answer the RQs from Table 1.

4.2. RQ1-Which publication channels are the main targets for research within the field of blockchain-based smart contracts?

Table 4 lists all publication sources used for this research with their respective number of articles. Fig. 2 shows that 26% of the papers appeared in conference and journals, 19% in e-Print Web Archives, 8% in symposiums, 6% in thesis works, and 5% in workshops, white papers, and books. Around 19% of the papers were published by ACM, 12% by the International Conference on Financial Cryptography and Data Security and around 9% by IEEE.

4.3. RQ2-How has the frequency of identified publication channels related to the field of blockchain-based smart contracts changed over time?

Fig. 3 presents the number of articles published per year. In the histogram, 2016 and 2017 have the highest number of selected papers. The list does not have conference articles prior to 2014; however, after this date, at least one article is present in every year and nine are present in 2017. The decrease in 2018 may be explained by the time this study was carried out and it does not reflect the real number of articles in 2018 since this study was carried out in spring.

4.4. RQ3-What are the research types found in the identified papers related to the field of blockchain-based smart contracts?

According to the research types defined in Section 3.4, we classified the research types in the systematic mapping as follows: solution proposal (47 articles), evaluation research (34 articles), review (9 articles), theoretical paper (1 article), experience paper (1 article), and the remainder of the sources (2 articles). The remaining sources were books, which did not reflect a research point of view. The total amount of articles is more than 64 because a greater number of research types might be associated with a paper. Approximately 73% of the papers offer solutions to smart contract problems in terms of developing tools, proof-of-concepts or designing protocols. Around 53% of the papers evaluate the approaches employed to solve smart contract problems, while 14% review the existing body of knowledge on their issues and existing remedies. Only one theoretical paper presents the security and economic vulnerabilities by inspecting future contract-based markets. One experience paper presents the programming issues frequently found in building smart contracts based on the results from a workshop featuring students working on a case study.

4.5. RQ4-Are the identified articles empirically validated?

Approximately 20% of the papers do not feature any empirical studies, because they lack validation or have an absence of any real-life examples or proof of concepts, information collection or experiments. Around 71% of the non-empirical studies come in terms of solution proposals, the majority of which report methods for solving various smart contract problems (e.g., privacy preservation, security vulnerabilities, alleviations to exploit, etc.). Roughly 35% of the same type of studies reflect evaluation research, where authors identify problems related to contracts. However, these validations were not empirical and took the shape of mathematical proofs. Alharby and van Moorsel (2017) describe current research topics and codifying, security, privacy and performance challenges for future studies in smart contracts. In 64% of the empirically validated papers, experiments were conducted in the form of simulations, benchmarks, analyses or evaluations of the authors’ proposed approaches. The other ratios for the distribution of empirical methods within papers were 21% for case studies and 0% for surveys, while roughly 20% of the papers did not reflect any empirical methods. There are no surveys in the identified papers because it is significantly easier and more efficient to fetch and analyse data from various online sources rather than designing, distributing, carrying out and interpreting the questionnaires quantitatively.

Fig. 4 depicts that approximately three-quarters of both solution proposals and evaluation research were empirically validated through experiments. It shows that for reviewing an approach, authors use case studies and experiments. Some examples of empirical research found in the literature were presented as follows. Luu et al. (2016b) benchmarked the performance of the Oyente tool by
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running it on 19,366 contracts. The experiment was conducted on four Amazon EC2 m4.10×large instances. The result indicated that Oyente took 350 s to analyse a contract. Oyente accurately flagged 8833 contracts with at least one security issue. Luu et al. (2015) presented several case studies conveying a verifier’s dilemma, whereby rational miners are well incentivised to accept invalidated blockchains in case the script execution takes excessive computational effort. The case studies exhibited problems in diverse domains that can be solved using authors’ e-consensus computer model.

4.6. RQ5—What are the reported approaches in blockchain-based smart contract research that address the problems identified in RQ6?

The majority of research approaches in the literature described methods and tools for identifying and/or solving smart-contract-related problems, each accounting for 39% of the papers. Approximately 36% of the papers presented models that depict the smart contract systems in an easier-to-grasp way. Guidelines detailing rules and procedures concerning the smart contracts’ lifecycle were found in 23% of the manuscripts. Two books have been discarded because they did not feature any kind of research approaches. Fig. 5 displays the number of papers that feature approaches categorised by research types. Each paper can reflect several approaches in its research type. It illustrated that the majority of authors reported solution proposals in delivering tools, methods or
Fig. 2. The ratio of publication channels among selected papers.

Fig. 3. Number of articles published per year.

Fig. 4. Paper occurrences that feature research types categorised by empirical types.
models for the smart contracts. Concerning evaluation research, the majority of authors proposed both guidelines and models. However, a significant amount of evaluation research also suggested tools and methods (i.e., both in 11 articles). The state-of-knowledge report approach was outlined in evaluation researches and reviews, while almost all of the framework approaches were presented in solution proposals and evaluation research. Tools, methods and models were the most frequent approaches, primarily found in solution proposals and evaluation research. The guideline was the second most treated approach and at the same time was the most versatile one. This may suggest that many authors presented guidelines on how to perform various procedures and what actions to undertake for each stage of the smart contract’s lifecycle. The state-of-knowledge reports and frameworks have been the least frequently found approaches in the literature because of the novelty of the smart contracts.

4.7. RQ6-What are the problems that relate to the applications of smart contracts within the blockchain-based platforms?

The paper presents 16 smart-contract-related problems within blockchain technology (P1-P16). Fig. 6 shows an overview of the identified problems and categorises them in three categories: Blockchain Mechanism, Contract Source Code, and Virtual Machine. Fig. 7 presents the ratio of each problem category from the selected papers. The Discussion section presents more information about the problem categories. Sections 4.7.1-4.7.16 explain and summarise each problem so that developers, researchers, and regular users will be more aware of the possible threats.

4.7.1. P1-Consensus mechanism

Tikhomirov (2017) indicated that the problems related to the creation of smart contracts that worked in accordance with the PoW consensus mechanism were: the high level of energy consumed during mining; the risks of centralisation; and the network being
prone to game-theoretic attacks. The issues of the PoS mechanism were: the nothing-at-stake problem; the diminished security and the lack of transaction finality (Tikhomirov, 2017). Even though some centralisation risks are reduced in PoS, some still remain (e.g., stakeholders’ control in centralised stake pools; the double-spending bribes service) (Mizrahi and Rosenfeld, 2014).

4.7.2. P2-Sacrificed performance for scalability

According to Tikhomirov (2017), open blockchains deliberately trade off performance for achieving scalability. The problem of scalability is present in the most popular blockchain platforms, such as Bitcoin and Ethereum. Handling major transaction traffic is a critical goal, especially with the emergence of cryptocurrencies (Tikhomirov, 2017). Another goal is to minimise the hardware and resource requirements that signify the importance of a decentralised network (Tikhomirov, 2017).

4.7.3. P3-Unpredictable state

In the general instance, when a transaction is sent to invoke some contract, there is an uncertainty towards the state of the contract when that transaction will be run. Atzei et al. (2017) mentioned two circumstances in this context: 1) when other transactions that alter the contract’s state could be executed first, and 2) in the case of a blockchain fork. Atzei et al. (2017) presented an exploit where contracts can dynamically update their components using dynamic libraries, where they tricked the honest players by publishing a new library, then updating it to make it point to a malicious code.

Seijas et al. (2016) mentioned that this problem depended on the state of the blockchain, thus being unpredictable. Luu et al. (2016b) and Li et al. (2017) provided an example of a Puzzle contract, where sellers frequently updated the price, and users sent their orders to buy some items while later being deceived about the final updated price. Dika (2017) referred to this issue via the puzzle solve-reward model, where the user was not necessarily incentivised due to some sudden changes in the reward contract.

4.7.4. P4-Unpredictable state

Seijas et al. (2016) mentioned that when generating randomness in the blockchain, there were three challenges, namely finding a source of randomness that is: 1) globally available, 2) independently verifiable and (3) unpredictable. According to Atzei et al. (2017), the solution of using the blocks’ hashes or timestamps was prone to attacks. An interesting approach to creating a bitcoin beacon that broadcasted fresh random numbers at regular intervals was proposed by Bonneau et al. (2015). Moreover, Pierrot and Wesolowski (2018) demonstrated that an attacker can spend even less monetary and power resources to significantly bias the probability distribution of the outcome.

4.7.5. P5-Timestamp dependency

This is a security problem of a contract that arises when using the block timestamp as a guard condition for enabling the execution of some critical operations (Atzei et al., 2017). Luu et al. (2016b) provided an example of a timestamp-dependent contract that used a PRNG to decide who won the jackpot of a lottery. Bowden et al. (2018) presented an interesting set of empirical data reflecting severe block timestamp errors. It suggested that some miners intentionally used inaccurate timestamps.

4.7.6. P6-Lack of reimbursement

The issue of the incomplete handling of preconditions created frustration for users (Seijas et al., 2016). This problem encompassed the case where a party, upon losing, elected to abort, thus also denying payment to the other party (Delmolino et al., 2016). Luu et al. (2016b) mentioned this as a logical problem under the name of incentive misalignment and presented the context where the user abandoning the game would cause others to receive no incentives. Another incentive structure flaw was presented by Velner et al. (2017). In addition, Carlsten et al. (2016) provided an insight on the instability of the incentive mechanism with only transaction fees prone to selfish mining attacks.
4.7.7. P7-Unilateral abortion

It is often convenient for users to stop their mutual collaboration on the contract execution if continuing to do so would not favour them (Delmolino et al., 2016). If the participants are forfeiting, their non-cooperative behaviour is punished by enforcing the loss of their previously paid deposit and by establishing timed commitments for each step of the protocol (Kosba et al., 2016). The drawback was that this may affect users who were suffering a DoS attack that prevented them from cooperating in time (Seijas et al., 2016). The problem of unilateral abortion was subject to the generic context of atomic exchanges with guaranteed fairness (Goldfeder et al., 2017).

4.7.8. P8-Lack of privacy/preserving privacy

A privacy concern is the requirement of obfuscating the smart contract business logic behind its code. For instance, Tikhomirov (2017) stated that despite the fact that Ethereum only stored the bytecode of its smart contracts, users were still manifesting trust issues regarding the unpublished source code. In addition, due to the presence of tools that analysed the bytecode (Pontiveros and Norvill, 2018), the privacy of the contracts was put under risk.

4.7.9. P9-Call to the unknown

Some functions used in Solidity can invoke the fallback function of the callee/recipient (Atzei et al., 2017) when the function signature does not match any of the available functions in a Solidity contract. Attackers can use primitives such as call(), send() or delegatecall() to transfer ether to an address that does not exist by executing the malicious fallback function found in their contract. This vulnerability was exploited by one of the most famous attacks on Ethereum (DuPont, 2017). In a simplified way, the attack allowed participants to donate ether to fund contracts of their choice and then use them to withdraw their funds (Massacci et al., 2017).

4.7.10. P10-Exception disorder

Atzei et al. (2017) reported two ways in which exceptions were being treated: 1) the execution stopped, and side effects were reverted together with the consumption of all the gas; and 2) the exception was propagated along the chain reverting all the side effects in the called contracts, until it reached a “call” with all gas consumption. Dika (2017) reported that in Solidity developers did not check the return values of the calling functions because exceptions returned “0” whenever a call failed. Complementary to this problem, Luu et al. (2016a) showed that 27.9% of the contracts did not check the return values after calling other contracts via "send".

4.7.11. P11-Gasless send, out of gas exception

The “gas” is an amount of ether when a transaction is issued, that covers the cost of executing the transaction (Seijas et al., 2016). If a transaction runs out of gas during its execution, then it will be rolled back, but the sender will still need to pay all of the gas limit to the miner (Luu et al., 2016a). In Ethereum, one can set the amount of gas needed for execution in order not to exceed the maximum limit, which is 2,300 (Atzei et al., 2017). Delmolino et al. (2016) referred to this problem as an uncertainty when calling external functions that failed in the case of insufficient provided gas.

4.7.12. P12-Type cast mismatch

When sending messages to external contracts, it is possible to typecast a built-in “address” type to any defined contract interface and proceed to call that contract’s functions (Bellomy, 2017). The fact that there was no trivial way for the compiler to check whether type assertions were valid or not deceives the programmers (Atzei et al., 2017) because they assumed that: 1) it would also check the correctness of the arguments, and 2) it would check whether the sent argument was the correct address of the receiver. This misinterpretation happened because Solidity threw no exception at run-time in a smart contract type mismatch.

4.7.13. P13-Re-entrancy

According to Dika (2017), re-entrancy was the most severe problem of smart contracts that was exploited to make the DAO attack (Siegel, 2016). It revolved around handing over the control from the originator contract to the called one in an interaction between the two. Seijas et al. (2016) showed the “withdraw” function that retrieved money from an account by first sending money to a user and only after updating the account’s balance. Luu et al. (2016b) and Li et al. (2017) mentioned this problem as critical and provided attack examples associated with money withdrawal. Atzei et al. (2017) identified atomicity and sequentiality of transactions to be the factors that made the developers think that “when a non-recursive function is invoked, it cannot be re-entered before its termination”.


Atzei et al. (2017) and Delmolino et al. (2016) emphasised security as one of the key challenges when programming smart contracts. For instance, several known attacks (Rubixi/GovernMental/DAO contracts) exploited the immutability of smart contracts in attempts to steal ether from users. Among the many problems found in (Porru et al., 2017), security and reliability challenges were very important because a blockchain must guarantee data integrity and uniqueness to ensure blockchain-based systems to be trustworthy.

Besides security and reliability, there is also the economical challenge when programming smart contracts. The most illustrious example would be the cost of deploying and executing the smart contracts, i.e., the gas cost in Ethereum. The problem of cost stems from the architecture of the underlying Ethereum mechanism (the Solidity compiler and the EVM), where programming instructions...
written in Solidity and later on compiled into byte-code by the EVM are getting too expensive. When programming smart contracts, the developers’ costliest mistakes are the ones that are linked with writing to and reading from persistent storage memory and it is logical, because when data is stored in the blockchain, it is saved into an immutable database replicated across thousands of nodes. Pettersson and Edström (2015) identified that developing smart contracts in a functional language (Idris) and using an advanced type system to capture errors at compile time reduces both the risk of programming errors and the need for testing. However, it brings in the problem of a high gas cost due to programs becoming very large and therefore containing redundant operations in the resulting code, because they encode very detailed properties of smart contract behaviour.

4.7.15. P15-Stack overflow

Seijas et al. (2016), Luu et al. (2016a), Delmolino et al. (2016) stated that when a contract was invoked by another one or self-invoked, there was the risk of the stack-overflow exception. Luu et al. (2016a) found that 27.9% (5411) of their analysed contracts were vulnerable to this kind of attack. Delmolino et al. (2016) indicated that Etherpot was an example of how the call-stack exception was exploited to win the lottery in a fraudulent way.

4.7.16. P16-Cryptocurrency transfer loss

This problem is part of the larger one reflecting programming immutability, the consequence of which is cryptocurrency sent to smart contract addresses whose private key is not known to the sender due to some form of error. If standard cryptographic assumptions hold, this currency is statistically impossible to recover and redeem back to the sender because the probability of guessing the private key of the destination address to revert the transaction is so close to zero that it would be impractical to invest in the computational resources and time to do so (Seijas et al., 2016). This concept was also discussed in Atzei et al. (2017) and labelled as “orphan addresses”, or addresses not associated with any contracts or users. The ether sent to this kind of address was lost in the blockchain after the transaction was being validated by the nodes.

4.8. RQ7-What are the corresponding solutions to the identified problems in RQ6?

Besides presenting 16 smart-contract-related problems within blockchain technology (P1 - P16), this study also presents several solutions to each problem (S1 – S16). Tables 5, 6, and 7 depict in a short way the solutions associated to each problem of a specific problem category within Smart Contracts along with the papers the solutions were found.

5. Discussion

This section discusses the findings from the systematic mapping study. We firstly offer the principal findings of our study related to each of the research questions. We also provide threats to validity for our study. We finalise the section with discussing the major impact of our study.

5.1. Principal findings

The findings can be summarised by the two major results that we have found after carrying out the systematic mapping study: 1) identification of the research trends within the area of smart contract application in blockchain technology, and 2) classification of problems and their corresponding solutions related to the topic area of smart contract application in blockchain technology.

Therefore, the contributions of this systematic mapping study were twofold: to present a state of knowledge report on problems and solutions related to smart contracts, and to illustrate some descriptive statistics conveying the research trends and patterns in the topic area.

5.1.1. The first finding

The first finding classified the papers according to criteria: publication source, publication channel, research type, empirical type, research approach and publishing year. A summary on the research trends, patterns and relationships found in this study is presented as follows.

• The smart contract research area has gained increasing attention starting from 2014, decreased slightly in 2015, but then increased almost threefold by the end of 2017 in terms of published papers in various publication channels. The year 2018 is still ongoing and due to us carrying the study at the beginning of second quarter of 2018, many papers are still unpublished, so this should not be viewed as a negative trend.

1) Having approximately one-third of papers coming from conferences and symposiums is a positive indicator for the research area because it is part of a computer science field, where conferences are considered to be prestigious publication channels as stated by Michael Ernst, in one of his letters (Ernst, 2015). We noticed that most of the highly-cited papers are either published in the ACM-hosted conferences, International Conference on Financial Cryptography and Data Security, or IEEE-hosted conferences or symposiums. Around another third originate from journals. Among the most respected ones are ACM, Cryptography and Communications, Topics in Cryptology, Computer Networks.

2) Around 73% of the selected papers presented solutions to remediate issues with the smart contract applications within the blockchain. Evaluation research was found in 53% of the articles. This result is in line with the results of (Sloman, 2000). Sloman
<table>
<thead>
<tr>
<th>Identified Problems</th>
<th>Identified solutions</th>
<th>References</th>
</tr>
</thead>
</table>
| P1-Consensus mechanism | (i) Adopt the Proof of Stake mechanism.  
(ii) Use Casper.  
(iii) Leveraging the combination between PoW and PoS with rigorous security guarantees. by using 2-hop blockchain, Algorand, Ouroboros, SnowWhite, Proof of luck and PBFT protocol. | (Bentov et al., 2016; Buterin and Griffith, 2017; Duong et al., 2016; Kiayias et al., 2017; Micali, 2016; Bentov et al., 2014; Milutinovic et al., 2016; Tikhomirov, 2017) |
| P2 Sacrificed performance for scalability | (i) Use Payment channel networks (Lightning network, Raiden network).  
(ii) Use sharding to increase the transaction’s throughput while preserving security by partitioning the network into smaller committees.  
(iii) Use the light sync concept by skipping the validation of every element from the genesis block and instead offering only the current state of the tree.  
(iv) Modify the parameters of block size and intervals. | (Croman et al., 2016; Duong et al., 2018; Tikhomirov, 2017; Gencer et al., 2016; Luu et al., 2016b; Poon and Dryja, 2016) |
| P3 Unpredictable State | (i) Establish a particular context for the output as a precondition for transactions to be executed.  
(ii) Use the Oyente tool for prevention of potential security bugs related to this specific Problem.  
(iii) Use the combination of dependent types and algebraic effects of the Idris functional programming language.  
(iv) Apply dependent effects to differentiate the output value, letting the type system ensure that ether only gets sent out if the function succeeds.  
(v) Enhance the smart contract with a “testAndSet” function which implements the check/update logic similar to the compare-and-swap primitive.  
(vi) Checking of the amount of payment and the submission of the payment should be made on-chain, in the same scope of a function.  
(vii) Implement logical clocks in Ethereum to order causally related events.  
(viii) Enhance the scalability of the blockchain network by conducting transactions securely off-chain using bitcoin scripting. | (Atzei et al., 2017; Brady, 2013; Dika, 2017; Lamport, 1978; Luu et al., 2016a, Luu et al., 2016b; Natoli and Gramoli, 2016; Pettersson and Edström, 2015; Poon and Dryja, 2016; Seijas et al., 2016; Sergey and Hobor, 2017) |
| P4 Generating Randomness | (i) Perform secure multi-party computations (MPC) on Bitcoin using the concept of timed commitments.  
(ii) Use the concept of timed commitments and timed signatures.  
(iii) Use external oracles (e.g. Oraclize and BTCRelay).  
(iv) Use the Signidice algorithm based on cryptographic signatures. | (Atzei et al., 2017; Andrychowicz et al., 2014a; Seijas et al., 2016) |
| P5 Timestamp Dependency | (i) Use the block number as a random seed instead of using timestamp to model global time.  
(ii) The tolerance in the choice of the timestamp was 900 s in a previous version of the protocol, but currently it has been reduced to a few seconds.  
(iii) Use the ‘OYENTE’ tool to find potential security bugs related to the specific problem. | (Atzei et al., 2017; Alharby and van Moorsel, 2017; Bowden et al., 2018; Luu et al., 2016b) |
| P6 Lack of reimbursement | (i) Make transaction execution deterministic by finding a way of writing programs that analyses the sum of incomes and outcomes for each user and makes variations for this sum explicit.  
(ii) Use TrueBit, which provides a gamified approach that shuffles the incentives among the network actors in order to solve a puzzle.  
(iii) Rely on incentive mechanisms of off-chain networks. | (Alharby and van Moorsel, 2017; Carlsten et al., 2016; Delmolino et al., 2016; Luu et al., 2016b; Luu et al., 2015; Seijas et al., 2016; Teutsch and Reitwieñner, 2017; Velner et al., 2017) |

(continued on next page)
We introduced some slight modifications to the problem taxonomy, by embedding some additional problems namely: (1) consensus mechanism, (2) sacrificed performance for scalability, (3) timestamp dependency, (4) lack of reimbursement, (5) unilateral abortion. Furthermore, we have renamed the following problems: (6) “keeping secrets” to “lack of privacy” or “preserving privacy”, (7) “immutable bugs” to “programming smart contracts”, (8) “stack size limit” to “stack overflow”, and (9) “ether lost in transfer” to “crypto-currency transfer loss”. The modifications of the existing problems were performed in order to both confer a more generic meaning to the problem and to match with the search trends on internet community forums, search engines and literature. In addition, (2000) argued that among the most common types of research found in computer science and software engineering were research involving the creation of new useful information-processing systems and its subset. The solution proposals and evaluation research well convey this kind of information. The objectives of the solutions identified in this study primarily fall into two areas: 1) to address safety and security issues found in smart contracts (e.g., (Kiayias et al., 2017; Hirai, 2017)), and 2) to address scalability issues (e.g., (Lau et al., 2017; Poon and Dryja, 2016)).

3) The most frequently reported approaches in the selected articles were methods and tools for identifying and/or solving smart contract problems, again mostly concerning privacy, security and scalability. These results are in line with the research performed by (Alharby and van Moorsel, 2017). Cumulatively, they spanned 64% of the papers. Most of the methods were associated with defining protocols and designing systems (e.g., (Khalil et al. (2017); Grossman et al., 2017)) and the tools were associated to implementations of systems or proof of concepts for achieving the methods (e.g., (Pettersson and Edström, 2015; Swamy et al., 2016)).

4) In roughly 64% of the articles, authors conducted experiments, and, in the majority of those empirically validated papers, the experiments were done in blockchain test networks by conducting simulations, benchmarks, analyses or evaluations. These findings are in line with (Tedre and Moisseinen, 2014), where they present five views on experimental computer science and argue that, in the computing literature, “experiment” is used synonymously with “demonstration,” “proof of concept,” or “feasibility proof”. Approximately 21% of the papers exhibited empirical methods in the form of case studies.

5) The main smart-contract-related publication sources that paved the way for this research were ACM, International Conference on Financial Cryptography and Data Security, IEEE, IACR Cryptology e-Print Archive, arXiv preprint and International Cryptology Conference. We identified the following patterns within these sources: 1) 40% of the papers were focused on identifying problems and/or solutions to some challenges on the Ethereum platform, 2) 26% of the studies reported various approaches to mitigate different problems on the Bitcoin platform, 3) 22% of the articles were investigating general permission-less blockchains, and 4) only one identified paper featured some critiques to the existing scripting languages of the Nxt platform. These results can be explained by observing the evolution of market share capitalisation of Ethereum-based crypto tokens that grew from 73% in July 2017 to approximately 90% in March 2018.

6) Researchers can obtain useful statistics on some trends, patterns and relationships in the existing literature on smart contracts within blockchain. Users of the smart contract platforms can increase their awareness on smart contracts and existing platforms that leverage them by reading the background section. Computer scientists, software engineers and developers could acquire an overview of the existing problems and solutions related specifically to smart contracts and generalise to blockchains by inspecting the compiled list of smart contract problems and their corresponding solutions.

5.1.2. The second finding
Exploring the literature on the subject of problems and their solutions of smart contracts applied to blockchain platforms, we performed a classification of problems in accordance with the already existing taxonomy of vulnerabilities established by (Atzei et al., 2017). The reason for adopting their taxonomy was that it was being cited by a significant number of 75 papers (e.g., (Pompianu, 2018; Hirai, 2017)). The fact that their paper was published in 2017 and that the field of smart contracts is relatively new is a good indicator of reliability and validity of the data. Moreover, as suggested by Dika (2017), this taxonomy was being well employed by the Ethereum Reddit community and has been qualified as highly reliable.

We introduced some slight modifications to the problem taxonomy, by embedding some additional problems namely: (1) consensus mechanism, (2) sacrificed performance for scalability, (3) timestamp dependency, (4) lack of reimbursement, (5) unilateral abortion. Furthermore, we have renamed the following problems: (6) “keeping secrets” to “lack of privacy” or “preserving privacy”, (7) “immutable bugs” to “programming smart contracts”, (8) “stack size limit” to “stack overflow”, and (9) “ether lost in transfer” to “crypto-currency transfer loss”. The modifications of the existing problems were performed in order to both confer a more generic meaning to the problem and to match with the search trends on internet community forums, search engines and literature. In addition...
to the slight alterations of the problems (not affecting the semantics) and additions, the category names of the taxonomy were also slightly modified. We have changed the denominations of the levels: (10) “Solidity” to “Contract Source Code”, (11) “EVM” to “Virtual Machine”, and (12) “Blockchain” to “Blockchain mechanism”.

The additions from (1) to (5) were all performed at the blockchain mechanism level. Our intention was to outline the backbone
problems found in the blockchain and not found in (Atzei et al., 2017) that reflected upon smart contracts. We included the more generic problems in order to prevent the apparition of their deriving problems by enabling practitioners employing the solutions to mitigate them. For instance, the problem (1) is related to the difficulty of agreement upon a final state of a smart contract, that is, deriving the “Unpredictable state” problem. For example, in the context of puzzle solve-reward model, where the user was not necessarily incentivised due to some sudden changes in the reward contract (Dika, 2017), a change in the incentivisation mechanism could solve the issue (Kiayias et al., 2017). An example of problem (2) is connected to the challenge of sharing a smart contract’s state in a general-purpose storage plane such that not all consensus nodes have to store it in its entirety and such that its contents can be authenticated during read operations (Croman et al., 2016; Croman et al., 2016). An example of problem (3) is linked to the problem of low entropy of timestamp-dependent smart contracts and their easy manipulation by dishonest miners (Luu et al., 2016a; Pettersson and Edström, 2015; Seijas et al., 2016).

By sampling the papers from selected sources, we have thus proved the relevancy of the added problems to our refined taxonomy presented in Tables 5, 6, and 7. The changes from (10) to (12) were performed because of the diversity of the problems and solutions found in the selected articles. About one-third of the articles presented problems and/or solutions that can be abstracted for the general permissionless blockchains. Similarly, approximately 44% of the papers reflected the findings from Ethereum’s perspective and roughly 28% reflected them from Bitcoin’s side. Therefore, we justified the need of rewriting the categories to treat a more general set of blockchain platforms, running environments and programming languages. Hence, the following categorisation is shown below.

- The **blockchain mechanism** category identified the problems (P1 - P7): consensus mechanism, sacrificed performance for scalability, unpredictable state, generating randomness, timestamp dependency, lack of reimbursement and unilateral abortion.

- The **contract source code** category comprises of problems listed in the range (P8 - P13): lack of privacy (preserving privacy), call to the unknown, exception disorder, gasless send (out of gas exception), type casts mismatch and re-entrancy.

- The **virtual machine** category captures the problems (P14 - P16): programming smart contracts, stack overflow and cryptocurrency transfer loss.

- Our extended taxonomy also offers an array of solutions (Tables 5, 6, and 7) that can be or are already implemented to solve the specified issues. The solutions can be either in the form of programming advices and instructions, good practices or tools.

Below, we discuss the findings on both RQ6 and RQ7. Note that one paper can have multiple problems and can span across multiple categories, thus it should be considered that cumulative percentages add up to more than 100%.

### Table 7

<table>
<thead>
<tr>
<th>Identified Problems</th>
<th>Identified Solutions</th>
<th>References</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>P14 Programming smart contracts</strong></td>
<td>(i) Rely on self-amending crypto systems (Tezos). (ii) Undo contract code using self-destruct global function or modifiers and enums, but also modify contract code by altering variable-captured or function-captured terms. (iii) Create a hard-fork of the blockchain, which nullifies the effects of the transactions involved in the attack. (iv) Use designated (or design) general-purpose (Viper, Bamboo) and domain-specific (Findel) smart contracts programming languages (Ethereum’s Viper) suitable for modelling financial agreements in decentralised networks. (v) Use developed tools for automated security analysis and formal verification of smart contracts’ source code (GASPER). (vi) Investigate programming languages, based on process calculus.</td>
<td>(Atzei et al., 2017; Bhargavan et al., 2016; Boneh and Naor, 2000; Buterin et al., 2014; Chen et al., 2017; Delmolino et al., 2016; Egelund-Müller et al., 2017; Grossman et al., 2017; Luu et al., 2016a; Pettersson and Edström, 2015; Porru et al., 2017; Seijas et al., 2016)</td>
</tr>
<tr>
<td><strong>P15 Stack overflow</strong></td>
<td>(i) The problem was fixed by applying a hard-fork that changed the cost of EVM instructions and redefined the way gas consumption of call and delegatecall is computed. (ii) Explicitly check for the return value to verify the execution of the call. (iii) Create a helper function that checks whether the stack size has reached its limit or not. (iv) Follow the online guide (e.g., ethereumlab 2015) for implementing a more complex solution.</td>
<td>(Atzei et al., 2017; Cook et al.; Delmolino et al., 2016; Luu et al., 2016a; Pettersson and Edström, 2015; Seijas et al., 2016)</td>
</tr>
<tr>
<td><strong>P16 Cryptocurrency currency transfer loss</strong></td>
<td>(i) Manually ensure the correctness of the address. (ii) In the context of Bitcoin, use Base58Check (of the Base58 encoding format) to add redundancy to addresses. (iii) Use the same wallet to deploy different smart contracts to the main Ethereum network several times until transaction field none achieved the same value as was used to deploy to the test network.</td>
<td>(Atzei et al., 2017; Amani et al., 2018; Seijas et al., 2016; Antonopoulos, 2014)</td>
</tr>
</tbody>
</table>
1) The problems that had the most occurrences in the selected articles were P14, P3 and P4. Their cumulative percentage accounts for approximately 48% of all the selected papers. Two of the problems are of blockchain mechanism category while the other one is of the virtual machine category. Indeed, immutability is one of the primary concerns in the field of smart contracts. P3 and P4 represent problems associated to smart contracts at the blockchain level and due to the complexity of generating true randomness and difficulty of having a fully-deterministic distributed blockchain.

2) Other significant problems were P1, P2, P6, P7, P8, P10, P11, P13. The problems span across the selected 66% papers. Some of them were part of the same category as the most frequent problems (P1, P2, P6 and P7); that is, the blockchain mechanism, and the others (P8, P10, P11 and P13) were part of the source code category. This set of problems implied that the most frequently discussed smart contract problems in literature were of the blockchain and programming nature.

3) The least significant problems identified are P5, P9, P12, P15. They were found in every category. From here, we can infer that there is no fallacy in the category itself, but in the nature of the problem. For instance, P12 is a problem associated to developing smart contracts, but does not stem from the smart contract mechanism itself, but from the developers’ lack of attention or ignorance (Atzei et al., 2017).

5.2. Threats to validity

There are several threats to validity that may arise while conducting a systematic mapping research. A common persistent threat can be if the authors do not discover all relevant studies or sources of information (Vegendia et al., 2017). In order to reduce this threat, we defined different search strings to retrieve as many documents as possible which were related to the research topic. We started by making simple search queries on all three databases/search engines that we find relevant. Following this, we increased the complexity and performed a variety of combinations of the keywords by applying logical operators. We believe that the group of missing relevant articles is sufficiently small not to influence the findings of our research, taking into consideration that the topic is quite new and almost all our papers are from 2017.

Another threat to validity can be the authors’ bias in the selection of articles. For this case, we defined a selection protocol with a clear inclusion and exclusion criteria to reduce the bias while filtering the papers. Both filters described in Section 3.3 were performed separately by the authors and only after matching the results. The results that were different were discussed and the decision whether to include the articles or not was taken together by the authors.

6. Conclusion

This paper presented a systematic mapping study that encapsulated the existing research in Smart Contracts within the Blockchain technology area. Out of 237 articles, 64 articles were identified and classified according to six criteria: research type, empirical type, approach type, publication channel, year of publication and number of citations. Moreover, the paper identified 16 smart contract problems, which were categorised into three categories and offered several solutions to each of them. Based on the information extracted from the selected articles, Section 4 offered a quantitative analysis using a variety of tables and a mixture of different types of histograms, bubble and pie charts. This could help the reader to easily grasp and visualise the research patterns and trends.

The obtained patterns, trends and relationship results showed that an increasing amount of attention has been paid to Smart Contracts since 2016. A majority of 73% of the selected papers are from 2016, 2017 and 2018 (first 4 months). Around 55% of the selected papers appeared in conferences and journals, both representing the same ratio. The two main research types found were solution proposal and evaluation research. The vast majority of the selected papers were experiment studies. Many articles proposed solutions to the addressed smart contract problems and the main contribution types were method, tool and model (all three have almost the same ratio). The problems found in smart contracts are categorised at the blockchain mechanism, virtual machine and contract source code level. The most commonly discussed problems in the literature are ‘Unpredictable State’, ‘Generating Randomness’ and ‘Programming Smart Contracts’, and they account for almost half of the selected articles. The ‘Blockchain Mechanism’ and ‘Contract Source Code’ categories constituted the source of most of the problems, due to the complexity factors of the blockchain (scalability, security, privacy) and to the human-error factors (lack of knowledge, programming mistakes, mistypes). The array of presented solutions aims to help the readers quickly find an up-to-date fix to the vast majority of smart contract problems.

This research could be a starting point for: 1) researchers, who would have a reference on where and how to start with their studies, 2) developers, who could find solutions to the problems they are facing, and 3) users, who would be more aware of the vulnerabilities and existing tools.

Appendix A. Supplementary data

Supplementary data to this article can be found online at https://doi.org/10.1016/j.tele.2018.10.004.
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